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Scenario:
Loader Performance
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Conclusion

Reuse existing protocol implementations:
   Userspace: ping, traceroute, quagga, etc.
   Kernelspace: IP, TCP, etc.

Debugging platform: Single debugger controls all protocol instances

Development platform

Test platform
Future Work

Improve userspace API coverage:
   fork, wait, exec

Add X11 connection forwarding

More testing

Documentation

Write paper